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Specifications:

The main goal of the assignment:

Develop a data structure that implements the same principles of operation as in linked lists.

Sub Goals:

1. Learn the principles of doubly linked lists
2. Based on the knowledge gained, complete own implementation of the doubly linked list
3. implement a method that counts the number of list items
4. Implement a delete list method
5. implement the method of adding data from the beginning and end of the list
6. implement a method that adds the contents of one list to another
7. implement a method of inserting a list item at a specified position
8. Using the doubly linked list class, save, sort, and search for information.
9. Implement an algorithm for selecting palindromes from a genomic sequence
10. Test the running time of the algorithm on different sets of character sequences
11. Create javadoc file from comments with description of methods and fields of application classes

Design

Functions/global variables List for class DoublyLinkList.java

private int length = 0;

Element begin = null;  
Element end = null;

public Element PushToBegin(T data)

public Element PushEnd(T data)

public DoublyLinkList<T> Append( DoublyLinkList<T> b )

public void sortedInsert(Element element)

public void InsertNth(int index, T value)

public T PopBegin()

public T PopEnd()

public T GetNth(int index)

int Count(T need)

public int Length()

Functions/global variables List for class Element.java

private T data;  
private Element AddressNext;  
private Element AddressPrevious;  
public Element(){ }

public Element(T data)

public Element(T Data,Element next, Element prev)

public void setData(T data)

public void setAddressNext(Element addressNext)

public void setAddressPrevious(Element addressPrevious)

public T getData()

public Element getAddressNext()

public Element getAddressPrevious()

Functions/global variables List for class Main.java

static public DoublyLinkList<Integer> BuildOneTwoThree()

public static void Counter()

public static void Demonstration()

public static void Mirror(String str,int number)

static DoublyLinkList<String> *AllSequenxes* = new DoublyLinkList<String>();

Space ComplexityAnalysis:

For class Main.java

|  |  |  |
| --- | --- | --- |
| **Function** | **Inputs** | **Complexity** |
| Main | 0 | O(n) |
| Mirror | 2 | O(n) |
| Counter | 1 | O(1) |
| Demonstration | 0 | O(1) |
| BuildOneTwoThree | 0 | O(1) |

For class DoublyLinkList.java

|  |  |  |
| --- | --- | --- |
| **Function** | **Inputs** | **Complexity** |
| Count | 1 | O(1) |
| GetNth | 1 | O(1) |
| PopBegin | 0 | O(1) |
| PopEnd | 0 | O(1) |
| PushEnd | 1 | O(n) |
| PushToBegin | 1 | O(n) |
| Append | 1 | O(n) |
| Length | 0 | O(1) |
| sortedInsert | 1 | O(n) |
| GetNth | 1 | O(n) |

For class Element.java

|  |  |  |
| --- | --- | --- |
| **Function** | **Inputs** | **Complexity** |
| setData | 1 | O(1) |
| getAddressPrevious | 0 | O(1) |
| setAddressPrevious | 1 | O(1) |
| getData | 0 | O(1) |
| getAddressNext | 0 | O(1) |
| setAddressNext | 1 | O(1) |

Time complexity analysis:

For class Main.java

|  |  |  |
| --- | --- | --- |
| **Function** | **Inputs** | **Complexity** |
| Main | 0 | O(1) |
| Mirror | 2 | O(n) |
| Counter | 1 | O(1) |
| Demonstration | 0 | O(1) |
| BuildOneTwoThree | 0 | O(1) |

For class DoublyLinkList.java

|  |  |  |
| --- | --- | --- |
| **Function** | **Inputs** | **Complexity** |
| Count | 1 | O(n) |
| GetNth | 1 | O(n) |
| PopBegin | 0 | O(1) |
| PopEnd | 0 | O(1) |
| PushEnd | 1 | O(1) |
| PushToBegin | 1 | O(1) |
| Append | 1 | O(n) |
| Length | 0 | O(1) |
| sortedInsert | 1 | O(n) |
| GetNth | 1 | O(n) |

For class Element.java

|  |  |  |
| --- | --- | --- |
| **Function** | **Inputs** | **Complexity** |
| setData | 1 | O(1) |
| getAddressPrevious | 0 | O(1) |
| setAddressPrevious | 1 | O(1) |
| getData | 0 | O(1) |
| getAddressNext | 0 | O(1) |
| setAddressNext | 1 | O(1) |

Result

Since the task was to analyze the sequence of characters. And the length of this sequence could be quite large. Therefore, a linked list was used for work. Since adding and removing elements from the beginning or the end in it is quite fast, regardless of the number of elements in the list. Because each character of the sequence was simply added to the current list, without changing the values ​​of the remaining elements of the list (except for the previous one). Therefore, it is worth noting that the time for adding is O (1). However, this data structure also has certain drawbacks, in order to get the results from a part of the list, we need to sort through all the elements until we get to the desired one, so here the processing time of the operations increases linearly O (n). The more elements, the more steps will have to be done to get information about the desired element.

Consider the operation of a method that receives a set of characters at the input:

Mirror(character set, set number)

initialize the empty list

in a loop put each character in a list

Next, select a set in a temporary variable of a given length

in a loop, we go through the values ​​on the contrary, through the symbols of this variable

and put them in the second temporary set

next, we compare each of the variables of these two sets according to the appropriate gene pairs

if the comparison is true and the word length is not interrupted, then the search word is placed in the set of search sequences

so we get a list of one input line

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAnoAAAI0CAIAAAAFmhNHAAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOwwAADsMBx2+oZAAAJ4pJREFUeF7t3V+oZeV5B+CcEkjACymCiqCYisWLChW9kA5S08DQBAvNRSADvYhQmgYGS2nCmIs2oLloIiVUEHNlvMuUFkxDUYlUDcXSm0rBQKSJVuxF04HoeBE6QuB0mSXL7T777D9r7+/v+wwhjGfWWt/3Pu83/lzfWWfto+Pj44/4RYAAAQIECKQU+LWUF3dtAgQIECBA4D0BcWsdECBAgACB5ALiNjmxAQgQIECAgLi1BggQIECAQHIBcZuc2AAECBAgQEDcWgMECBAgQCC5gLhNTmwAAgQIECAgbq0BAgQIECCQXEDcJic2AAECBAgQELfWAAECBAgQSC4gbpMTG4AAAQIECIhba4AAAQIECCQXELfJiQ1AgAABAgTErTVAgAABAgSSC4jb5MQGIECAAAEC4tYaIECAAAECyQXEbXJiAxAgQIAAgcJxe3R0tE8P9jx9n6GdS4AAAQIEthc4Oj4+Xjx6ZYANxwxfXzpy+zFOO/Ig1zzIRfavxRUIECBAgMAagVNDNEOMHWSIg1zEEiFAgAABAkkFtt1MXrzrHX8//P/0xcXfT9Mdv7jyj8bTF2+Xd73mNMp4553UyMUJECBAgMCeAtvG7dIwY1iOUbf4+8WsHQ+YDts40Z2uufFqDiBAgAABAvUIzIzbxRvTQ31PN8U164E2EwIECBCILDAzbrchW7+ZvM0Vlo6ZbqZnnOsUAgQIECBQUCBh3C5uJh/wDtg3awsuF0MTIECAwDyBhHE7b0LOIkCAAAEC/Qmkittp43fNw8m7ak6XOtS98q4TcDwBAgQIEJgncPiXV2w/j4P8yOxBLrL9nB1JgAABAgRmCKS6u50xFacQIECAAIFeBUrG7f4PPbm17XVdqosAAQKdCZTcTO6MUjkECBAgQOA0gZJ3t7pCgAABAgSCCIjbII1WJgECBAiUFBC3JfWNTYAAAQJBBMRtkEYrkwABAgRKCnT7qJRP5Su5rIxNgACB0gK1vRCp57itzbr02jM+AQIEoghU+GOiNpOjLD51EiBAgEBBAXFbEN/QBAgQIBBFQNxG6bQ6CRAgQKCggLgtiG9oAgQIEIgiIG6jdFqdBAgQIFBQQNwWxDc0AQIECEQRELdROq1OAgQIECgoIG4L4huaAAECBKIIiNsonVYnAQIECBQUELcF8Q1NgAABAlEExG2UTquTAAECBAoKiNuC+IYmQIAAgSgC4jZKp9VJgAABAgUFxG1BfEMTIECAQBQBcRul0+okQIAAgYIC4rYgvqEJECBAIIqAuI3SaXUSIECAQEEBcVsQ39AECBAgEEVA3EbptDoJECBAoKCAuC2Ib2gCBAgQiCIgbqN0Wp0ECBAgUFBA3BbENzQBAgQIRBEQt1E6rU4CBAgQKCggbgviG5oAAQIEogiI2yidVicBAgQIFBQQtwXxDU2AAAECUQTEbZROq5MAAQIECgqI24L4hiZAgACBKALiNkqn1UmAAAECBQXEbUF8QxMgQIBAFAFxG6XT6iRAgACBggLitiC+oQkQIEAgioC4jdJpdRIgQIBAQQFxWxDf0AQIECAQRUDcRum0OgkQIECgoIC4LYhvaAIECBCIIiBuo3RanQQIECBQUEDcFsQ3NAECBAhEERC3UTqtTgIECBAoKCBuC+IbmgABAgSiCIjbKJ1WJwECBAgUFBC3BfENTYAAAQJRBMRtlE6rkwABAgQKCojbgviGJkCAAIEoAuI2SqfVSYAAAQIFBcRtQXxDEyBAgEAUAXEbpdPqJECAAIGCAuK2IL6hCRAgQCCKgLiN0ml1EiBAgEBBAXFbEN/QBAgQIBBFQNxG6bQ6CRAgQKCggLgtiG9oAgQIEIgiIG6jdFqdBAgQIFBQQNwWxDc0AQIECEQRELdROq1OAgQIECgoIG4L4huaAAECBKIIiNsonVYnAQIECBQUELcF8Q1NgAABAlEExG2UTquTAAECBAoKiNuC+IYmQIAAgSgC4jZKp9VJgAABAgUFxG1BfEMTIECAQBQBcRul0+okQIAAgYICR8fHxwWHTzf00VG3paVDc2UCBGoQuPzaG68/+/yVt96+7o7bb7nvbA1Tam4OFUZAt5lUoXVz69WECRAoIvDyY088d/7BcegLx5eKzKH1QSuMAJvJrS8q8ydAoDeB4b62t5LU85GPiFurgAABAnUJDHvI44TueehCXTMzmz0EbCbvgedUAgQIEKhSwGZylW0xKQIECBAgkFjAZnJiYJcnQIAAAQK+d2sNECBAgACBDALubjMgG4IAAQIEoguI2+grQP0ECBAgkEFA3GZANgQBAgQIRBcQt9FXgPoJECBAIIOAuM2AbAgCBAgQiC4gbqOvAPUTIECAQAYBcZsB2RAECBAgEF1A3EZfAeonQIAAgQwC4jYDsiEIECBAILpA1rgd3hk9/JrIx39c/MrwRyu/GL1L6idAgACBxgXyxe3S5zOM/zj+mhJ35RcbFzZ9AgQIECDQ/ufdTnfDS7/RWwIECBAgUI9AprvbdB89ON0iL/2mHmIzIUCAAAECmeIWNAECBAgQiCyQI27T3dpG7pzaCRAgQKAhgRxxO3AsPm+89ChyQ1imSoAAAQIE5gnkiNvF76oOsxz+cd5cnUWAAIGeBN69/M4rT178+09//t/++tFf/OxST6Wp5aTAez+Nk9NlcWN5us1dnMPKL86YoR3sGWhOIUAgm8CQtd/95Gf/9z9+NI54+xc+/5nvPJpt9O4HqjACctzdLvZ1MVmnu96lA8avd78aFEiAQGSB4b52ytrB4ccXn4qsEaH23HEbwVSNBAgQ2Cjwk398dvGYG+6+a+MpDmhaQNw23T6TJ0CgVYHrfvu3pql/9OMfO/O1L7daiXlvJyBut3NyFAECBA4qcOef/clv/uGnh0vecPedn3vm4k33njno5V2sOoHcj0plA6jw++TZajcQAQIEggtUGAHuboOvSeUTIECAQA4BcZtD2RgECBAgEFxA3AZfAMonQIAAgRwC4jaHsjEIECBAILiAuA2+AJRPgAABAjkExG0OZWMQIECAQHABPwgUfAEonwCBrAKXX3vj9Wefv/LW29fdcfst953NOnakwSr8QSBxG2kBqpUAgdICLz/2xHPnHxxnceHYpwCl6keFcWszOVWzXZcAAQInBYb7WiwxBcRtzL6rmgCBMgLDHvI48D0PXSgzA6MWErCZXAjesAQIECCQTMBmcjJaFyZAgAABAhUL2EyuuDmmRoAAAQK9CIjbXjqpDgIECBCoWEDcVtwcUyNAgACBXgTEbS+dVAcBAgQIVCwgbitujqkRIECAQC8C4raXTqqDAAECBCoWELcVN8fUCBAgQKAXAXHbSyfVQYAAAQIVC4jbiptjagQIECDQi4CXOPbSSXUQIFClgE/cK9KWCl/iKG6LrASDEiAQRcAn7hXpdIVxazO5yEowKAECUQR84l6UTm+qU9xuEvLnBAgQ2EPAJ+7tgdfVqTaTu2qnYggQIEBgELCZbBkQIECAAIGIAjaTI3ZdzQQIECCQWUDcZgY3HAECBAhEFBC3EbuuZgIECBDILCBuM4MbjgABAgQiCngyOWLX1UyAQFIBb5JKyrvNxSt8MlncbtM4xxAgQGAHAW+S2gErzaEVxq3N5DStdlUCBAILeJNU4OafWrq4tSoIECBwYAFvkjowaBeXs5ncRRsVQYAAAQILAjaTLQcCBAgQIBBRwGZyxK6rmQABAgQyC4jbzOCGI0CAAIGIAuI2YtfVTIAAAQKZBcRtZnDDESBAgEBEAXEbsetqJkCAAIHMAuI2M7jhCBAgQCCigLiN2HU1EyBAgEBmAXGbGdxwBAgQIBBRQNxG7LqaCRAgQCCzgLjNDG44AgQIEIgoIG4jdl3NBAgQIJBZwEcUZAY3HAEC/Qj4GPlqe1nhRxSI22pXi4kRIFC7gI+Rr7ZDFcatzeRqV4uJESBQu4CPka+9QzXNT9zW1A1zIUCgKQEfI99UuwpP1mZy4QYYngABAgQOLmAz+eCkLkiAAAECBBoQsJncQJNMkQABAgRaFxC3rXfQ/AkQIECgAQFx20CTTJEAAQIEWhcQt6130PwJECBAoAEBTyY30CRTJECgHgFvkqqnF2tmUuGTyeK2iZVjkgQI1CLgTVK1dGLtPCqMW5vJTawckyRAoBYBb5KqpROtzUPcttYx8yVAoKiAN0kV5W94cJvJDTfP1AkQIEBgpYDNZAuDAAECBAhEFLCZHLHraiZAgACBzALiNjO44QgQIEAgooC4jdh1NRMgQIBAZgFxmxnccAQIECAQUUDcRuy6mgkQIEAgs4C4zQxuOAIECBCIKCBuI3ZdzQQIECCQWUDcZgY3HAECBAhEFBC3EbuuZgIECBDILJA7bocXa42/Fuvc/ouZdQxHgAABAgQOIpD1ncmLL7Gcfr/9F3cquMIXZu40fwcTIFBEwMfZFmE/+KAVRkDWuF26oz0+Ph6+Im4Pvs5ckACB2QI+znY2XVUnVhi3uTeTq+qHyRAgQGBJwMfZWhKJBHLH7fRt2vHW1i8CBAhUJeDjbKtqR0+T+dBmcs67b9+77WkZqYUAAQJVCeSMsy0L/9DdbYt3nNPt8tJvtqzfYQQIECBAIINA1s3kpZ//OUh5w38irPx1kIu7CAECBAgQOIhA7ieTp8RdvJPe/ovb11zhTsL2k3ckAQIECOwjUGEE5I7bffh2OrdC653m72ACBAgQmC1QYQRk3UyeDedEAgQIECDQtIC4bbp9Jk+AAAECbQiI2zb6ZJYECBAg0LSAuG26fSZPgAABAm0IeFSqjT6ZJQECiQR8JkEi2LKXrfBRKXFbdkkYnQCBwgI+k6BwA9IMX2Hc2kxO02pXJUCgEQGfSdBIo5qfprhtvoUKIEBgHwGfSbCPnnO3F7CZvL2VIwkQIECgDQGbyW30ySwJECBAgMBhBWwmH9bT1QgQIECAwAoBcWtZECBAgACB5ALiNjmxAQgQIECAgLi1BggQIECAQHIBcZuc2AAECBAgQEDcWgMECBAgQCC5gLhNTmwAAgQIECAgbq0BAgQIECCQXEDcJic2AAECBAgQELfWAAECBAgQSC4gbpMTG4AAAQIECIhba4AAAQIECCQXELfJiQ1AgAABAgR8AJ81QIBA5wLvXn7nh1/9+uvPPj/UecPdd33qWw9fdf21ndccvrwKP4BP3IZflQAI9C7w9P0PvPLkxanKm+49c+6Fp3ovOnp9FcatzeToi1L9BLoXGO9rp19vvvhS9yUrsEIBcVthU0yJAIFDClxz262Ll7v65hsPeXXXIrCdgLjdzslRBAg0K3D28W9OiTt81/bs4480W4qJNyzge7cNN8/UCRAgQGClgO/dWhgECBAgQCCigM3kiF1XMwECBAhkFhC3mcENR4AAAQIRBcRtxK6rmQABAgQyC4jbzOCGI0CAAIGIAuI2YtfVTIAAAQKZBcRtZnDDESBAgEBEAXEbsetqJkCAAIHMAuI2M7jhCBAgQCCigLdKRey6mgn0LXD5tTeGjyW48tbb191x+y33ne27WNWtFKjwrVLi1lolQKA3gZcfe+K58w+OVV04vtRbeerZQqDCuLWZvEXfHEKAQFMCw31tU/M12RAC4jZEmxVJIJTAsIc81nvPQxdCFa7YmgVsJtfcHXMjQIAAgTkCNpPnqDmHAAECBAi0LmAzufUOmj8BAgQINCAgbhtokikSIECAQOsC4rb1Dpo/AQIECDQgIG4baJIpEiBAgEDrAuK29Q6aPwECBAg0ICBuG2iSKRIgQIBA6wLitvUOmj8BAgQINCAgbhtokikSIECAQOsC3irVegfNn0BcAZ/8E7f3myqv8K1S4nZT0/w5AQK1Cvjkn1o7U35eFcatzeTyy8IMCBCYJ+CTf+a5OauIgLgtwm5QAgQOIOCTfw6A6BK5BE7dTK7wTnwnk9bnv1OxDiZAgACBRYEKI+DUu9vj42PNI0CAAAECBA4iYDP5IIwuQoAAAQIE1gmIW+uDAAECBAgkFxC3yYkNQIAAAQIExK01QIAAAQIEkguI2+TEBiBAgAABAuLWGiBAgAABAskFxG1yYgMQIECAAAFxaw0QIECAAIHkAuI2ObEBCBAgQICAuLUGCBAgQIBAcgEfwJec2AAECMwQ8Fm2M9CcMglU+M5kcWt9EiBQo4DPsq2xK+3MqcK4tZnczvIxUwKRBHyWbaRuh6hV3IZosyIJNCfgs2yba5kJrxewmWyFECBAgEBvAjaTe+uoeggQIECAwDYCNpO3UXIMAQIECBDYS0Dc7sXnZAIECBAgsI2AuN1GyTEECBAgQGAvAY9K7cXnZAIEDiLgpRYHYXSRSaDCR6XErfVJgEB5AS+1KN+DvmZQYdzaTO5riamGQJsCXmrRZt/MegcBcbsDlkMJEEgk4KUWiWBdth4Bm8n19MJMCBAgQOAwAjaTD+PoKgQIECBAoC2BhJvJw39cjL8WRbb/YluOZkuAAAECBNYIpIrb8UZ+/DUl7vZf1DMCBAgQINCTQKq4HVK2Jya1ECBAgACBfQRSxe0+c9rp3Gl3euk3O13EwQQIECBAIKlA8rhN/XjYtGW99Jukai5OgAABAgR2EkgetzvNxsEECBAgQKBLgbQ/d7t0a7v4j9PvV35xf+vUd9X7z9AVCIQV8IbksK3PVniFEZAwbk9WK26zLTUDEahZwBuSa+5OH3OrMG5TbSaPP/yz9FO24w8Fjb+mR5dXfrGPfquCAIGVAt6QbGEEFEgVt6c9uDR9fdF65RcDNkPJBIIIeENykEYrc1Eg4WZyWegKdxLKghidAAECcQQqjIBUd7dxmqpSAgQIECCwUUDcbiRyAAECBAgQ2FdA3O4r6HwCBAgQILBRwPduNxI5gACBmQJ+vnYmnNP2Fqjwe7fidu+uugABAqcI+PlaS6OUQIVxazO51GIwLoH+Bfx8bf89VuHWAuJ2ayoHEiCwo4Cfr90RzOE9C9hM7rm7aiNAgEBMAZvJMfuuagIECBCILmAzOfoKUD8BAgQIZBAQtxmQDUGAAAEC0QXEbfQVoH4CBAgQyCAgbjMgG4IAAQIEogt4Mjn6ClA/gf0FvD1qf0NXOKxAhU8mi9vDttjVCEQU8PaoiF2vu+YK49Zmct1LxuwItCDg7VEtdMkcCwuI28INMDyBDgS8PaqDJiohtYDN5NTCrk+AAAECuQVsJucWNx4BAgQIEKhBwGZyDV0wBwIECBDoXEDcdt5g5REgQIBADQLitoYumAMBAgQIdC4gbjtvsPIIECBAoAYBcVtDF8yBAAECBDoXELedN1h5BAgQIFCDgLitoQvmQIAAAQKdC4jbzhusPAIECBCoQUDc1tAFcyBAgACBzgXEbecNVh4BAgQI1CDgnck1dMEcCFQq8O7ld3741a///NWfXnX9tZ/61sPD/1c6UdMi8GGBCt+ZLG4tUgIEThV4+v4HXnny4vjHN9175twLT8Ei0IRAhXFrM7mJlWOSBMoI/OR7z0wDv/niS2UmYVQCXQiI2y7aqAgCaQR+eeVKmgu7KoFwAuI2XMsVTGB7gRvuvms6+Oqbb9z+REcSILAkIG4tCQIEThU4+/g3r7nt1uGPh4ekzj7+CCkCBGYLeFRqNp0TCRAgQKBSAY9KVdoY0yJAgAABAkkFbCYn5XVxAgQIECDwnoC4tQ4IECBAgEByAXGbnNgABAgQIEBA3FoDBAgQIEAguYC4TU5sAAIECBAgIG6tAQIECBAgkFxA3CYnNgABAgQIEBC31gABAgQIEEguIG6TExuAAAECBAh4iaM1QCCowOXX3nj92eevvPX2dXfcfst9Z4MqKLtTgQpf4ihuO11ryiKwSeDlx5547vyD41EXji9tOtyfE2hJoMK4tZnc0gIyVwIHFBjuaw94NZciQGC9gLi1QggEFRj2kMfK73noQlACZRPIKGAzOSO2oQgQIEAgi4DN5CzMBiFAgAABApUJ2EyurCGmQ4AAAQI9CojbHruqJgIECBCoTEDcVtYQ0yFAgACBHgXEbY9dVRMBAgQIVCYgbitriOkQIECAQI8C4rbHrqqJAAECBCoTELeVNcR0CBAgQKBHAXHbY1fVRIAAAQKVCYjbyhpiOgQIECDQo4C47bGraiJAgACBygTEbWUNMR0CBAgQ6FFA3PbYVTURIECAQGUCPhGosoaYDoHdBS6/9sbrzz4/fH7t8Jl6t9x3dvcLOINAbwIVfiKQuO1tkaknoMDLjz3x3PkHx8IvHF8KKKBkAksCFcatzWSrlEDzAsN9bfM1KIBA7wLitvcOqy+AwLCHPFZ5z0MXApSrRAJNCthMbrJtJk2AAAECawRsJlseBAgQIEAgooDN5IhdVzMBAgQIZBYQt5nBDUeAAAECEQXEbcSuq5kAAQIEMguI28zghiNAgACBiALiNmLX1UyAAAECmQXEbWZwwxEgQIBARIG0cTv85NPwa8l1/OLS11d+MWJD1EyAAAECPQokjNuVP2U8fnH8NSXuyi/2qK0mAgQIEAgqkDBuh0ANiqpsAgQIECDwYYHkL3Fcusdd/Mfp9yu/uGenKnyD154VOT2OgA/Ui9NrlSYSqDACxG2iXrssgfkCPlBvvp0zCfxKoMK4TbiZrOkECMwT8IF689ycRaBmgebjdnqkeek3NaObG4H1Aj5Qzwoh0J+AzeT+eqoiAgQIRBeocDM5Ydwu/WTt9KDy9PXFR5dXfnGf9VKh9T7lOJcAAQIEtheoMAISxu32LimOrNA6RZmuSYAAAQInBSqMgOa/d2udESBAgACB+gXEbf09MkMCBAgQaF5A3DbfQgUQIECAQP0C4rb+HpkhAQIECDQvIG6bb6ECCBAgQKB+AU8m198jM+xHwMuQ++mlSuoWqPDJZHFb95Ixu74EvAy5r36qpl6BCuPWZnK9y8XM+hPwMuT+eqoiAlsKiNstoRxG4AACXoZ8AESXINCmgM3kNvtm1gQIECBwuoDNZKuDAAECBAhEFLCZHLHraiZAgACBzALiNjO44QgQIEAgooC4jdh1NRMgQIBAZgFxmxnccAQIECAQUUDcRuy6mgkQIEAgs4C4zQxuuOYF3r38zg++9JVvf+LObxxdO/z/98998Rc/u9R8VQogQCCxgJ+7TQzs8t0JPH3/A688eXGxrJvuPXPuhae6K1RBBBoW8HO3DTfP1AmMAq8/+/wSxZsvvgSHAAEC6wVsJlshBHYTuOa2W5dOuPrmG3e7hKMJEIgnIG7j9VzF+wmcffybi4l71fXXnn38kf0u6WwCBPoX8L3b/nusQgIECEQT8L3baB1XLwECBAgQeE/AZrJ1QIAAAQIEkguI2+TEBiBAgAABAuLWGiDwgYBXWFgNBAgkEvCoVCJYl21SwCssmmybSRM4IeBRKYuCQNUCXmFRdXtMjkDLAjaTW+6euR9awCssDi3qegQIvC8gbi0FAh8IeIWF1UCAQCIB37tNBOuyBAgQIFBMwPdui9EbmAABAgQIFBSwmVwQ39AECBAgEEVA3EbptDoJECBAoKCAuC2Ib2gCBAgQiCLgUakonQ5b5/CiqB9+9es/f/WnwyflfepbDw//H5ZC4QTiCFT4qJS4jbP8IlY6ZO33z31xennFTfeeOffCUxEh1EwgmECFcWszOdgaDFbuP//5Xy6+KOrNF18KBqBcAgRqERC3tXTCPFIInHwpY4pRXJMAAQIbBcTtRiIHNCyw9FLGq2++seFiTJ0AgZYFxG3L3TP3TQKLL2UcHpI6+/gjm87w5wQIEEgi4FGpJKwumkdgeBLqP7/3zKt/970bf/d3bv/C5z11nIfdKATqF6jwUSlxW/+yMcMVAuOP9wzfmn3njf8e/3iI289851FYBAgQGATEbb5lUKF1vuIDjHTyc+A/+vGP/cX/vR+9AQCUSIDAOoEKI8D3bi3ZJgVOPnJ8w913NVmJSRMgEENA3Mboc3dVLj1yPNzanvnal7urUkEECPQjIG776WWoShYfOb7h7js/98zF4Y1RoQQUS4BAWwIelWqrX2ZLgAABApsFfO92s5EjCBAgQIBAfwI2k/vrqYoIECBAoDoBcVtdS0yIAAECBPoT8L3b/nraT0WXX3tj+IGfK2+9fd0dt99y39l+ClMJAQKJBSr83q24Tdxzl99D4OXHnnju/IPjBS4cX9rjSk4lQCCWQIVxazM51hJsq9rhvratCZstAQIEThMQt9ZGvQLDHvI4uXseulDvLM2MAAECWwjYTN4CySEECBAg0JSAzeSm2mWyBAgQIEDgQALubg8E6TLbCXjYeDsnRxEgsJdAhXe34navjjp5VwEPG+8q5ngCBGYIVBi3HpWa0UenzBfwsPF8O2cSINCygLhtuXsNzt3Dxg02zZQJEDiAgM3kAyC6BAECBAhUJWAzuap2mAwBAgQIEMgkYDM5E7RhCBAgQCCygM3kyN3ft3Y/1bOvoPMJEEgjUOFmsrhN0+oYV/VTPTH6rEoC7QlUGLc2k9tbRvXM2E/11NMLMyFAoHIBcVt5g6qenp/qqbo9JkeAQE0CNpNr6oa5ECBAgMAhBGwmH0LRNQgQIECAQGsC7m5b61j6+XreOL2xEQgQSCtQ4d2tuE3b8hav7nnjFrtmzgQILApUGLcelbJElwU8b2xNECBA4OAC4vbgpM1f0PPGzbdQAQQI1CdgM7m+npgRAQIECOwnYDN5Pz9nEyBAgACBNgXc3bbZt61n7THjrakcSIBAPwIV3t2K236W18pKPGbceYOVR4DAKoEK49ajUp0vVY8Zd95g5REg0IiAuG2kUadMc9grHu5f//Xhv3ntn36w8hCPGbfdYLMnQKAXAZvJbXfSXnHb/TN7AgTSCNhMft91gBh/pXHu8Kqn3cXaK+6w2UoiQKBHgQKbyeN/dIy/Yibuu5ff+cGXvvLtT9z5jaNrh////rkv/uJnl9avrtefff658w/+y1994x/+4I8Wj7RX3OPfSjURINChQIHN5MV7/HT3++muvP8qePr+B1558uLidW6698y5F55ac+Xhu7ND1o4HXDjekM37z9AVCBAg0LRAhRFQ4O622haON53f/eRnt7nd3KeK4VZ16fQ3X3xp/QXdxe4D7lwCBAgUF3B3+0ELFm86T7vd3PKtEesPGxJ9KV+vvvnGP/2vfy++GkyAAAECfQhUeHcrbj9YWn/767deufzO9M8r92y3fBJ4/WE/f/UnT332C8P/j2Nddf21n/nOo7/x+7/XxypXBQECBIoLVBi3zW8mTw85L/1mRrN/eeXKxrO2fBJ4/WHX3HbrH//4pSHOx/+d/58fydqN8g4gQIBA0wLNx+30kPPSb2Z05Ya775rOGnZ3V15hy++hbnnYjEk6hQABAgRaFCiwmTwwTT//M2RkIrUZOwnTHq/d3URNcVkCBAjkEZgRAaknViZuU1c1Jnq6LM8wf0MQIECAwGyBCiOg+c3k2c1wIgECBAgQyCYgbrNRG4gAAQIE4gqI27i9VzkBAgQIZBMQt9moDUSAAAECcQXEbdzeq5wAAQIEsgmI22zUBiJAgACBuALiNm7vVU6AAAEC2QTEbTZqAxEgQIBAXAFxG7f3KidAgACBbALiNhu1gQgQIEAgrkC3bzqcXssct7cqJ0CAQGCB2t7j223czltjFb5mc14hKc6Cs0YVDpx5f+msnDgrx2byvL8jziJAgAABAjsIiNsdsBxKgAABAgTmCYjbeW7OIkCAAAECOwiI2x2wHEqAAAECBOYJiNt5bs4iQIAAAQI7CIjbHbAcSoAAAQIE5gmI23luziJAgAABAjsI+LnbHbAcSoAAAQIE5gm4u53n5iwCBAgQILCDgLjdAcuhBAgQIEBgnoC4nefmLAIECBAgsIOAuN0By6EECBAgQGCegLid5+YsAgQIECCwg4C43QHLoQQIECBAYJ6AuJ3n5iwCBAgQILCDgLjdAcuhBAgQIEBgnoC4nefmLAIECBAgsIOAuN0By6EECBAgQGCegLid5+YsAgQIECCwg4B3Jr+PdXR0NLEdHx/vQNjdoQPFksBpOKHQdkWAM/zN2BWtu79MHypo6W8WnKUVMvzj9G+eNX992v2bJW7f+/tw8q9B2MQdl/Ji+afhhELbFQHOmr9WoXCmvF36m7Xriur1P0RO/sf9+n8hN714bCb3uozn1LVy6c+5kHMIEFgQ8DfLchgExK1l8IFA2Hv6jYuAzBoiOOvXj6w9zSeajLjd+G9aBxAgQIBAEoEhcadfSQao6aLitqZumEsLAtH+k3zLnkz/0nSzuyhmtaxfP8NqmX4tPgO15apr6zBx21a/zJZApQJx/qW5fQNk7cas3R6zgyPFbQdNVEI+Af8CzWfdxUhLm6Xd38B10bRURYjbVLKu25+ArF3ZUxFy2lJf3Ckd99jttC/ttPf3b4k1FYnbUO1W7HwBWTvfzpkENglE+PvlNRfvr4J231SyaRnv/Ocn1/1pOHHQTt7AbXz9TRycYYXtukJC4Ux/A0++omH6o6UXy6z8+s5/k1s4YdeVs2ax1V+uuK2/R2ZIgAABAs0L2ExuvoUKIECAAIH6BcRt/T0yQwIECBBoXkDcNt9CBRAgQIBA/QLitv4emSEBAgQINC8gbptvoQIIECBAoH4BcVt/j8yQAAECBJoXELfNt1ABBAgQIFC/gLitv0dmSIAAAQLNC4jb5luoAAIECBCoX0Dc1t8jMyRAgACB5gXEbfMtVAABAgQI1C8gbuvvkRkSIECAQPMC4rb5FiqAAAECBOoXELf198gMCRAgQKB5AXHbfAsVQIAAAQL1C4jb+ntkhgQIECDQvIC4bb6FCiBAgACB+gXEbf09MkMCBAgQaF5A3DbfQgVMAkdHR7M1hnP3OX32uE4kQCCIgLgN0ujCZSZKskNddrjO8a9+FWYyPAEC/QqI2357qzICBAgQqEbgvf+or2YyJtKtwHj7uFTe4r3p9KfjkdMfLZ615l52PGzNuSs3nKezpj9dM8nFGa48fnHOU71LhS/+4+zyN86k22WkMAItC4jblrvXztxPxu1pOTSG0FL6TlE6VrwmzFaeu5i1S/m9mNMnOXea9lIKrrzyxhjevvw1Qd7OujBTAoEEbCYHanYrpe6z47LPuYfy2XMOG0/feMChCnEdAgQOKCBuD4jpUrsJjA8D1/xI8LitvbSJfahp73+d/a+wW8McTYDAHgLidg88p+4nMD4MPP1af7Ep+U5u8O43iw1nj9Nb+j7r9tNec/Wdyl95nf2vkJTOxQkQWBQQt9ZDGwJjyo6/Kp/xaY90nfb1Xcs51HV2HdfxBAjsI+BRqX30nLutwFJCTI8RLZ6//tmi4cjTHuUd/mjjudNAa54HPlnMdPBixq+sZXF6493wdMriRVZ+fRx3YwknJ3PaTLbtiuMIEMgoIG4zYhtqD4G2HsTNvOO9h6tTCRDIJGAzORO0YQgQIEAgsoC728jdb6z2lfvAddbg7rbOvpgVgYIC4rYgvqEJECBAIIqAzeQonVYnAQIECBQUELcF8Q1NgAABAlEExG2UTquTAAECBAoK/D+08rqEqcMWjgAAAABJRU5ErkJggg==)

As you can see from the graph, the larger the size of the number of characters, the longer its processing time.

Next I will give the time spent searching for sequences depending on the number of characters, in addition, it is worth noting that the number of found and repeating palindromes also increases the algorithm's running time.

Below is a list of lines, as well as the time spent by the first palindrome, and the time spent by all the palindromes:

GTTTTGGAACCAAAACCTTGCAAAACCUUG

time to test whether a genomic subsequence in Sequence 2 is palindromic: 5 milliseconds

time to find all palindromic subsequences of length [4, 17] in Sequence 2 : 9 milliseconds

TTTTGGAACCAACCTTGCAAAACCUUG

time to test whether a genomic subsequence in Sequence 7 is palindromic: 4 milliseconds

time to find all palindromic subsequences of length [4, 17] in Sequence 7 : 7 milliseconds

GTTTTGGAACCAAAACCTTGCAAAACCUUG

time to test whether a genomic subsequence in Sequence 10 is palindromic: 24 milliseconds

time to find all palindromic subsequences of length [4, 17] in Sequence 10 : 37 milliseconds

CAAAACCUUGCAAAACCTTGGTTTTGGAAC

time to test whether a genomic subsequence in Sequence 45 is palindromic: 2 milliseconds

time to find all palindromic subsequences of length [4, 17] in Sequence 45 : 3 milliseconds